**פתרון מועד Y**

**שאלה 1 (20 נקודות):**

נתונה חתימת הפונקציה הרקורסיבית הבאה:

**public** **static** **void** reduceFraction(**int**[] fraction)

הפונקציה מקבלת מערך מספרים שלמים בגודל 2 המייצג שבר עשרוני, כך שהערך במקום ה- 0 הוא המונה והערך במקום ה- 1 הוא המכנה.

דוגמה: השבר ¾ ייוצג במערך כך שבמקום ה- 0 יהיה הערך 3 ובמקום ה- 1 יהיה הערך 4.

השלימו את גוף הפונקציה באופן **רקורסיבי** כך שתעדכן את מערך הפרמטר שיהיה השבר המצומצם ביותר.

דוגמאות:

Before: 18/30, after: 3/5

Before: 10/60, after: 1/6

Before: 24/96, after: 1/4

Before: 24/100, after: 6/25

**פתרון:**

**public** **static** **void** reduceFractionRec(**int**[] fraction) {

**boolean** canReduceMore = **false**;

**for** (**int** i = 2; i <= fraction[0] && !canReduceMore; i++) {

**if** (fraction[0] % i == 0 && fraction[1] % i == 0)

canReduceMore = **true**;

}

**if** (!canReduceMore)

**return**;

**for** (**int** i = 2; i <= fraction[0] ; i++) {

**if** (fraction[0] % i == 0 && fraction[1] % i == 0) {

fraction[0] /= i;

fraction[1] /= i;

*reduceFractionRec*(fraction);

}

}

}

**שאלה 2 (40 נקודות):**

**סעיף א' (10 נק'):**

ממשו את הפונקציה הבאה:

**public** **static** **int**[][] readMatrixFromFile(String fileName)

הפונקציה מקבלת שם של קובץ טקסט ובו נתוני מטריצה באופן הבא: מספר המייצג את מספר שורות מטריצה, מספר המייצג את מספר עמודות המטריצה ואז כל ערכי המטריצה.

דוגמה:

הקובץ
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מחזיק נתוני מטריצה עם 4 שורות שכל שורה 5 עמודות ולאחריו כל איברי המטריצה.

**סעיף ב' (15 נק'):**

נגדיר "שכן דומיננטי" ערך במטריצה שגדול מכל שמונת שכניו. שימו לב שערך בדפנות המטריצה אינו יכול להיות שכן חזק.

דוגמה:

עבור המטריצה הבאה:

![](data:image/png;base64,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)

87 ו- 91 הם "שכנים דומיננטיים".

כתבו את הפונקציה הבאה:

**public** **static** **boolean** isDominantNeighbour(**int**[][] mat, **int** row, **int** cols)

הפונקציה המקבלת מטריצה ומיקום במטריצה ומחזירה true אם הערך במיקום זה הוא "שכן דומיננטי", אחרת הפונקציה תחזיר false.

הגבלה: ניקוד מלא יתקבל רק קוד שיהיה בו משפט if יחיד.

ניתן להניח ש- row ו- col הינם מיקום תקין במטריצה לצורך בדיקת "שכן דומיננטי", ואין צורך לבדוק בעיה של חריגה מגבולות המערך

**סעיף ג' (15 נק'):**

**public** **static** **int** getBiggestDominantNeighbour(**int**[][] mat)

הפונקציה מקבלת מטריצה של מספרים שלמים חיוביים ומחזירה את השכן הדומיננטי הגדול ביותר. במידה ואף איבר אינו שכן דומיננטי הפונקציה תחזיר 0.

דוגמאות:
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הנחיות כלליות:

* בפתרון סעיף זה יש להשתמש בפתרון סעיף ב', גם אם לא פתרתם אותו במלואו
* באחריות הפונקציה לוודא שלא תהיה חריגה מגבולות המערך

**פתרון:**

**public** **static** **int** getBiggestDominantNeighbour(**int**[][] mat) {

**int** maxDominantNeighbour = 0;

**for** (**int** i = 1; i < mat.length - 1; i++) {

**for** (**int** j = 1; j < mat[0].length - 1; j++) {

**boolean** isDominant = *isDominantNeighbour*(mat, i, j);

**if** (isDominant) {

**if** (mat[i][j] > maxDominantNeighbour)

maxDominantNeighbour = mat[i][j];

}

}

}

**return** maxDominantNeighbour;

}

**public** **static** **boolean** isDominantNeighbour(**int**[][] mat, **int** row, **int** cols) {

**for** (**int** i = -1; i <= 1; i++) {

**for** (**int** j = -1; j <= 1; j++) {

**if** (mat[row][cols] < mat[row + i][cols + j]) {

**return** **false**;

}

}

}

**return** **true**;

}

**public** **static** **int**[][] readMatrixFromFile(String fileName) **throws** FileNotFoundException {

File file = **new** File(fileName);

Scanner scan = **new** Scanner(file);

**int**[][] mat = **new** **int**[scan.nextInt()][scan.nextInt()];

**for** (**int** i = 0; i < mat.length; i++) {

**for** (**int** j = 0; j < mat[0].length; j++) {

mat[i][j] = scan.nextInt();

}

}

scan.close();

**return** mat;

}

**שאלה 3 (40 נקודות):**

איבר במערך דו-מימדי מלבני (מספר עמודות זהה בכל השורות) של מספרים שלמים נקרא "**מלך האלכסונים"** אם מתקיימים 2 התנאים הבאים (**בו זמנית**):

* ערכו הינו הערך הגדול ביותר באלכסון היוצא ממנו – "שמאלה-למעלה" ו- "ימינה-למטה"
* ערכו הינו הערך הגדול ביותר באלכסון היוצא ממנו – "ימינה-למעלה" ו- "שמאלה-למטה"

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| 0 | 63 | **30** | 1 | 79 | 50 | 61 | 59 |
| 1 | 16 | 18 | **28** | 92 | 84 | 77 | **29** |
| 2 | 95 | 22 | 37 | **32** | 41 | **44** | 100 |
| 3 | 36 | 19 | 67 | 34 | **87** | 49 | 14 |
| 4 | 54 | 2 | 15 | **8** | 35 | **65** | 31 |

**דוגמה**:

המערך משמאל הינו מערך בגודל של 5x7.

הערך 87, במקום [3][4] הוא "מלך האלכסונים" כי הינו הערך הגדול ביותר באלכסון היוצא ממנו "שמאלה-למעלה" ו- "ימינה-למטה", כלומר, הערכים במקומות: [0][1], [1][2], [2][3], [3][4], [4][5].

כמו כן, הינו גם הערך הגדול ביותר באלכסון היוצא ממנו "ימינה-למעלה" ו- "שמאלה-למטה", כלומר, הערכים במקומות: [1][6], [2][5], [3][4], [4][3].

הערך 100 במקום [2][6] הינו "מלך האלכסונים" כי הוא הערך הגדול ביותר מהאלכסונים היוצאים ממנו:

* אלכסון ראשון: [0][4], [1][5], [2][6] (במקרה זה אין "ימינה-למטה")
* אלכסון שני: [2][6], [3][5],[4][4] (במקרה זה אין "ימינה-למעלה")

**סעיף א' (20 נק'):**

כתבו את הפונקציה הבאה:

**public** **static** **boolean** isKing(**int**[][] arr, **int** row, **int** col)

הפונקציה מקבלת מערך דו-ממדי מלבני ושני ערכים שורה/עמודה – המייצגים מיקום במערך.

הפונקציה תבדוק האם הערך במיקום הנתון – הינו "מלך האלכסונים".

הפונקציה תחזיר true במידה וכן, אחרת יוחזר הערך false.

**יש לממש את הפתרון כך שסיבוכיות זמן הריצה של הפונקציה תהיה O(n).** פתרון אשר סיבוכיות זמן הריצה שלו יהיה איטי יותר מ O(n) – **יורדו מהפתרון 10 נקודות**.

**סעיף ב' (20 נק'):**

כתבו את הפונקציה הבאה:

**public** **static** **void** printAllKings(**int**[][] arr)

הפונקציה מקבלת מערך דו-ממדי מלבני.

הפונקציה תסרוק את המערך ותאתר את כל הערכים/מיקומים בהם יש "מלך האלכסונים". הפונקציה תדפיס עבור כל "מלך אלכסונים" את ערכו, ואת מיקומו (שורה/עמודה) (ראו בהמשך כיצד הפלט צריך להיראות).

בנוסף, הפונקציה תדפיס הודעה המציינת את מספר התאים בהם יש "מלך אלכסונים".

לבסוף הפונקציה תדפיס את הערך של "מלך מלכי האלכסונים" – הערך הגבוה ביותר מבין ערכי "מלך האלכסונים" שנמצאו.

על פונקציה זו לבצע את משימתה בעזרת הפונקציה שנכתבה בסעיף א'.

להלן פלט לדוגמה של התוכנית, עבור המערך הדו-ממדי הבא:

Enter array size, rows and cols: 5 7

96 81 56 82 61 13 24

40 6 54 85 90 41 18

52 29 17 77 67 69 91

10 7 1 39 95 79 30

49 28 12 43 86 35 36

The found "diagonal king" and their indexes:

96 --> [0][0]

85 --> [1][3]

90 --> [1][4]

91 --> [2][6]

95 --> [3][4]

There are 5 kings.

The king of "diagonals' king" is: 96

**פתרון**

**public** **static** **boolean** isKing(**int**[][] arr, **int** row, **int** col) {

**int** cRow, cCol;

**boolean** aKing = **true**;

// check main diagonal

cRow = Math.*max*(row - col, 0);

cCol = Math.*max*(col - row, 0);

**while** (cRow < arr.length && cCol < arr[cRow].length && aKing) {

**if** (arr[row][col] < arr[cRow][cCol])

aKing = **false**;

cRow++;

cCol++;

}

// check secondary diagonal

cRow = Math.*max*(row - (arr[row].length - 1 - col), 0);

cCol = Math.*min*(col + row, arr[row].length - 1);

**while** (cRow < arr.length && cCol >= 0 && aKing) {

**if** (arr[row][col] < arr[cRow][cCol])

aKing = **false**;

cRow++;

cCol--;

}

**return** aKing;

}

**public** **static** **void** printAllKings(**int**[][] arr) {

**int** count = 0, kingOfKings = -1;

System.***out***.println("The found \"diagonal king\" and their indexes:");

**for** (**int** row = 0; row < arr.length; row++) {

**for** (**int** col = 0; col < arr[row].length; col++) {

**if** (*isKing*(arr, row, col)) {

System.***out***.printf("%d --> [%d][%d]\n", arr[row][col], row, col);

kingOfKings = Math.*max*(kingOfKings, arr[row][col]);

count++;

}

}

}

System.***out***.println("There are " + count + " kings.");

System.***out***.println("The king of \"diagonals' king\" is: " + kingOfKings);

}